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Abstract 
 

Software   reusability   has   considerable   effect   on 

software maintainability. Software maintainability 

increases as reuse of software components increases. 

Earlier model was developed which finds the 

maintainability of the class diagrams on the basis of 

understandability and modifiability on the basis of 

object oriented metrics of class diagrams This paper 

developed Enhanced  model   for  Object-Oriented 

Softwares  in  Design  phase  which  estimates  the 

Maintainability  of  UML  class  diagrams  in  terms  of 

their  understandability,  modifiability  and  reusability. 

As class diagrams  play a key role in the design phase 

of object-oriented software therefore early estimation 

of their maintainability may help designers to 

incorporate required enhancements and corrections in 

order to  improve their maintainability and 

consequently the maintainability of the final software to 

be delivered in future. 

 
1. Introduction 
Ever-changing  world  makes  maintainability  a  strong 

quality requirement for the majority of software 

systems. The maintainability measurement during the 

development phases of object-oriented system 

estimates the maintenance effort, and also evaluates the 

likelihood  that the  software  product  will  be  easy to 

maintain . The maintainability is defined by IEEE 

standard glossary of Software Engineering as “the ease 

with which a software system or component can be 

modified to correct faults, improve performance or the 

ease with which an existing application or component 

can be reused. As class diagrams play a key role in the 

design phase of object-oriented software therefore early 

estimation of their maintainability may help designers 

to incorporate required enhancements and corrections 

in    order to  improve  their maintainability and 

consequently the maintainability of the final software 

to be delivered in future. Hence, there is a need of 

developing a maintainability estimation model, which 

quantifies the maintainability of object-oriented 

software at the design stage. 

 
2. Metric Selection 
Metric Selection is very objective in nature. There are 
several ways in which these metrics can be picked up 

based on which a particular model can be developed. 

The goal of metric selection is to select such metrics 

which are Statistically significant, relevant in coherent 

context of Object Oriented Programming for 

developing following models: 
 

  Maintenance  Model 

  Understandability Model 

  Modifiability Model 

  Reusability Model 

 
For each model, we have to do extensive 

research to find out which metric or which measure of 

attribute of software will be highly relevant for the 

above said models. For this purpose, recent literature 

survey as well as cross and within company data set 

was chosen with help of experts and their performance, 

measurable expects for developing such model were 

studied. Here is list of metrics for each model: 
 

Number of classes: The total number of Classes. 

Number   of   Generalizations   (NGen):   The   total 

number of Generalization relationships within a class 

diagram. 

Number Of Generalizations Hierarchies (NGenH): 

The total number of generalization hierarchies within a 

class diagram. 

Maximum DIT: It is the maximum DIT value obtained 

for each class diagram. The DIT value for class is the 

longest path from the class to the root of the tree value 

obtained  for each class diagram. The DIT value for 

class is the longest path from the class to the root of the 

tree. 

Number Of Aggregation Hierarchies (NAggH): The 

total number of aggregation hierarchies within a class 

diagram. 
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Method Hiding Factor ( MHF ) :MHF is defined as 

the ratio of the sum of the invisibilities of all methods 

defined in all classes to the total number of methods 

defined in the system under consideration. 

Attribute Hiding Factor ( AHF ) :AHF is defined as 

the ratio of the sum of the invisibilities of all attributes 

defined in all classes to the total number of attributes 

defined in the system under consideration. 

Method Inheritance Factor ( MIF ) :MIF is defined 

as the ratio of the sum of the inherited methods in all 

classes of the system under consideration to the total 

number of   available methods ( locally defined plus 

inherited) for all classes. 

Attribute Inheritance Factor ( AIF ) :AIF is defined 

as the ratio of the sum of inherited attributes in all 

classes of the system under consideration to the total 

number of available attributes ( locally defined plus 

inherited ) for all classes. 

Polymorphism Factor ( PF )   :PF is defined as the 

ratio of the actual number of possible different 

polymorphic situation for clas to the maximum number 

of possible distinct polymorphic situations for class. 

 

3. Models Development 
Quantification of class diagram‟s understandability and 

modifiability is prerequisite for the maintainability 

estimation model. Therefore before developing 

Proposed  Model, the paper has developed two models 

for understandability and modifiability: 

 
3.1 Modifiability Model 
In   order   to   establish   a   multivariate   model   for 
modifiability of class diagram, metrics listed, will play 

the role of independent variables while modifiability 

will be taken as dependent variable. To identify metrics 

those are effectively contributing in the prediction of 

modifiability, the technique of backward stepwise 

multiple regression has been used. This procedure starts 

with a model, which initially includes all the 

independent variables and gradually eliminates those, 

one after another, that does not explain much of the 

variation in the dependent variable, until it ends with an 

optimal set of independent variables. Now applying 

backward stepwise regression, on the available data has 

resulted  into  the  following  modifiability  model  (1). 

This model has been taken from MEMOOD Model [4]. 

 
Modifiability=0.629+0.471*NC–0.173*NGen– 

0.616*NAggH–0.696*NGenH+0.396*MaxDIT (1) 

 
Where,  NC  is  the  „Number   of  Classes‟,   NGen  is 

„Number of Generalizations‟, NAggH is „Number of 

Aggregation Hierarchies‟, NGenH is „Number of 

Generalization Hierarchies‟ and MaxDIT is Maximum 

DIT. From the model it can be interpreted that 

modifiability of class diagram is DIT‟, while „NGen‟ 

and „Number of directly proportional to „Number of 

Classes‟ and „Maximum Generalization and 

Aggregation Hierarchies‟ are inversely proportional to 

modifiability of class diagram. 

 
3.2 Understandability Model 
After establishing a model for modifiability the next 
task is to build a similar model for understandability 

also.Applying the same technique of stepwise 

backward multiple regressions on the available data 

resulted into the following understandability model (2) 

 
Understandability=1.166+0.256*NC–.0.394*NGenH 

(2) 
 
where, NC is the „Number  of Classes‟  and NGenH is 

„Number  of Generalization Hierarchies‟.  From (3)  it 

could be interpreted that understandability of class 

diagram   is   directly   proportional   to   „NC‟,    while 

„NGenH‟ is inversely proportional to the 

understandability of class diagram. 

 
3.3 Reusability Model 
Our   approach   is   to   derive   formula   to   measure 
reusability of a class diagram based on following 

principles(3): 

 
  Deeper a particular class is in the hierarchy, 

the greater  the  potential  for  reuse  of 

inherited methods [6]. It states that reusability 

of   a   class   increases   with   increase   in 

inheritance of a class. So Inheritance has 

positive impact on reusability of a class. 

  Another  factor  which  affect  the  reusability 

potential is Encapsulation which enhance 

reusability  of  a  software[5].  Encapsulation 

has positive impact on reusability of a class. 

 Polymorphism indicates weakness of class 

understandability and may inhibit reuse. It 

enhances unnecessary complexity  and 

overgeneralization.  It   indicates that 

Polymorphism has negative impact  on 

reusability of a class. 

 
Reusability of a class =a*(MIF+AIF)+ 

b*(MHF+AHF)–c*(PF)   (3) 

where a, b, c are empirical constants where a=1, b=1 
and c= 0.5 
 

 
3.4 Maintenance Model 
In   order   to   estabilish   a   multivariate   model   for 
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 B Std. 
Error 

Beta t Significance 

(Constant) .60 .26 .00 2.31 .05 
Reusability - 

.15 
.04 -.38 - 

3.84 
.01 

Modifiability .55 .17 .52 3.25 .01 
Understandability .80 .18 .66 4.35 .00 

 

 Sum Of 
Squares 

DF Mean 
Square 

F Significanc 
e 

Regression 8.54 3 2.85 46.80 .00 
Residual .36 6 .06   
Total 8.96 9    
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Maintainability of class diagram, Reusability, 

Modifiability and Understandability of class diagrams 

becomes independent variables while maintainability 

will be taken as dependent variable(4) . 

 
Maintainability=.60-.15*Reusability+*Modifiability 

+.80*Understandability (4) 
 

3.4.1 Statistical significance of the Model Observing 

the significance for the F-test in the last column of 

Analysis of Variance (Table I), it can be concluded that 

the Maintainability Model is statistically significant at a 

confidence level of more than 99%. 
 

 
 

Table.I Anova for maintainability model 
 
 
 
 
 
 
 
 
 
 

Also the value of R2 (Coefficient of Determination) 

and Adjusted R2 in the Table II, is also very 

encouraging.   As,   it   refers   to   the   percentage   or 

proportion of the total variance in maintainability by all 

the five metrics (independent variables) participating in 

the model. 

 
Table.II Model summary for maintainability model 

 
R R 

Square 
Adjusted  R 
Square 

Std. Error 
of the 

Estimate 

.98 .96 .95 .25 
 

 
 
 
 
 
 
 
 
 
 
 
 
 

Table.III Coefficients and statistical significance of 

Independent variables 

 
 
 
As long as statistical significance and relevance of 

Individual independent variables in the Maintainability 

model  is  concern,  It  can  be  noticed  from  the  last 

column of Table III, that each of the four metrics 

participating in the model is statistically significant at a 

significance level of 0.05 (equivalent to a confidence 

level of 95%). 

 

4. Conclusion 
The paper has developed model to quantify 

Maintainability of the class diagrams. This model is 

quantified in terms of Modifiability, Understandability 

and Reusability on basis of Encapsulation, Inheritance 

and Polymorphism metrics of class diagrams. Model 

has been developed through the technique of multiple 

linear regression. The paper also validates the 

quantifying ability of developed model for class 

diagrams. 
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