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Abstract  
 

This paper describes about a compact and efficient 

Real Time Operating System (RTOS) based on AVR 

microcontrollers. By using RTOS, it can result to 

eliminate processor waiting time, without doing any 

applicable work. Lots of tasks can be run independently 

and simultaneously and due to this CPU’s efficiency 

will be more than conventional systems. RTOS is pre-

emptive and multitasking. The design has a small code 

size, good performance and low memory usage, as the 

design was implemented for AVR devices. Finally, 

practical algorithm with suitable circuit and ATmega32 

is presented to test this information about the designed 

RTOS.   

Keywords- RTOS, ATmega32, Pre-emptive. 

 

1. Introduction  
An operating system (OS) is software that uses all 

the hardware such as RAM, ROM, CPU, and so on for 

better management and controlling them. Generally, 

based on the running programs, there are two operating 

systems: single-task operating system and multi-task 

operating systems. In multi-task OS there are too many 

tasks in the system simultaneously; the OS divides 

processor among all of them. That kind of processor 

that divides times among them is called scheduler. 

There are two kinds of scheduling algorithms: pre-

emptive algorithm and non pre-emptive algorithm. 

           Later, each task can be run after finishing 

another one, but in the former, scheduler can transform 

programming control from a running program to 

another one. Real time operating system (RTOS) is a 

kind of OS that each task must run in a certain times 

and if not, OS fails. So, based on the above mentioned 

points RTOS should be multi-task and pre-emptive for 

performing the scheduling mechanism. The main 

purpose in these kinds of OS is to be performing in a 

time limitation. There are many kinds of RTOS such 

as; μCOS, ECOS, QNX, Vxworks, Free RTOS, and so 

on. In this paper, RTOS for AVR microcontrollers has  

been designed by Atmel Company. It has been 

designed by C language and also it has been performed  

on ATmega32 microcontroller. For compiling its code, 

Code vision AVR has been used.  

 

2. Introducing AVRs 
Before First time, AVR technology has been 

introduced in 1997. Its design is based on RISC 

technology. It is having 32 general purpose registers: 

R0 to R31.  

There are many kinds of AVR including LCD AVR, 

Mega AVR, Xmega AVR, Tiny AVR, and AT90S 

AVR. Like other microcontrollers, there are different 
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languages for programming such as C and Assembly. 

There is a favourite compiler and language for 

programming is C and Code vision. For more 

information about AVRs, refer to [8].  

 

2.1.  [Real Time] Operating Systems Basics 
An operating system is a system program which 

provides an interface between application programs and 

the computer hardware. There are two primary 

functions: 

 Making the computer system convenient to 

use.  

 To organize correct and efficient use of the 

computer Resources.  

There are four main tasks of operating system: 

Process management, inter-process communication and 

synchronization, memory management, and input/ 

output management. The process management 

component is also responsible for process loading, 

process creation and execution control, the interaction 

of the process with signal events, process monitoring, 

CPU allocation and process termination. Inter-process 

communication covers issues such as synchronization 

and coordination, process protection, deadlock and 

live-lock detection and handling and data exchange 

mechanisms. Memory management includes services 

for file creation, deletion, reposition, and protection. 

I/O management handles request and release the 

subroutines for a variety of peripherals, write, read, and 

reposition programs. 

Real-time systems are those systems where the proper 

functionality assumes both the correctness of the output 

as well as the correct timing behaviour of the system. 

 

3. Proposed plan for RTOS 
Most of the designed system will perform the 

determined tasks after turning their power on. Those 

systems will use too much memory space and are 

somehow complex. Regarding low space memory in 

AVR and determined tasks without any need to change 

them in most cases, optimum plan will be presented as 

follow. 

          First all tasks with their requirement time to 

perform should be determined. A plan to compile tasks 

and OS has been designed. In fact, each task in the 

designed RTOS should use all hardware independently 

from other tasks. Tasks should be able to run 

simultaneously without any need to reprogramming for 

new codes. Users can change scheduling algorithm 

according to their systems. A timer can be used to 

generate the least timer tick according to the least time 

slice and based on it; scheduler can manage and control 

tasks according to their priority. 

4. Flowchart 

 

Start

Waiting some time for 
new program from SD 
(secure digital) card

If new 
program 
found?

Loading the 
program in 

ROM

Jump to ROM 
location where new 

program get 
installed

Yes

No

Jump to 
previous 
program

                           “Figure 1. Flowchart” 

 

5. Real Time Operating System 

An operating system is said to be real time, when it 

schedules the execution of programs in time, it handles 

system resources and gives a reliable basis for the 

development of software code. 

 

5.1. Components of RTOS  
Most RTOS kernels consist of following components 

such as:- 

Scheduler

ServicesObjects

                
“Figure 2. Normal Component of RTOS” 

2465

International Journal of Engineering Research & Technology (IJERT)

Vol. 3 Issue 1, January - 2014

IJ
E
R
T

IJ
E
R
T

ISSN: 2278-0181

www.ijert.orgIJERTV3IS10873



  

  

 

 

  
 

 Scheduler  

 Objects  

 Services 

 

5.1.1. Scheduler.  Scheduler is at center of each kernel. 

A scheduler allows the algorithms that are needed to 

determine what role do when.  

5.1.2 Objects. The most common RTOS kernel objects 

are as follows:  

• Information --- it is simultaneous and independent 

threads of execution that can compete for CPU 

execution time.  

• Semaphores ---it is a token-like object that can be 

raised or charged by information for synchronization or 

mutual exclusion.  

• Message Queues ---they are buffers that data structures 

that can be used, mutual exclusion, synchronization and 

communication by sending messages between tasks. [3] 

.  

Objects of 
RTOS

Device 
Driver

Semaphores Events

Tasks

TimersMailBoxes

                     

“Figure 3. Objects of RTOS” 

 

 5.1.3 Services. Most of the kernels provide services to 

assist developers for creation of real-time embedded 

applications. These services comprise of API calls that 

are used to perform operations on kernel objects and 

can be used in general to facilitate the following 

services:  

 Timer Management  

 Interrupt Handling  

 Device I / O  

 Memory Management  

Embedded systems are used for many different 

applications. These applications can be proactive or 

reactive, depends on interface requirements, 

connectivity, scalability, etc. Selecting of OS for an 

embedded system is based on an analysis of operating 

system itself and the requirements of the application. 

[4] 

 

 

6. How one RTOS differs from the other? 
(i)    RTOS differ in main architecture.  

(ii) Types of scheduling algorithm used in it. (Pre-

emptive or co-operative scheduling).  

(iii) Number of instructions of kernel without any task 

written to it formed after compilation of complete code. 

It ultimately occupies space in ROM and RAM, so 

memory and execution speed get affected.  

(iv) It can run no. of tasks without degrading the 

performance like response time. [9] 

(v) Performance metrics that we have chosen i.e. 

Context switching Time, Pre-emption time and 

Interrupt Latency. 

 

7. Hardware Design 
ATmega32 is used for testing the designed RTOS. The 

circuit is as fig. 4. ATmega32 microcontroller is used 

in 16 MHz clock, Max232 i.e.) for serial peripheral 

interface with PC, capacitors and Led’s. 

 
“Figure 4. Circuit to test RTOS (STK500)” 

 

8. Discussing Results 
This paper has a proposed algorithm to design RTOS 

and it is also a RTOS for AVR devices which has been 

designed. Customary programs for microcontrollers use 

infinite loop and each task for running, needs to be run 

after finishing another one. So in case of such systems, 

the processor cannot do some tasks simultaneously. 

Using interrupts may seem like an option, but it also 

reduces the interrupt latency as the computation has to 

take place inside the ISR. Thus using RTOS is an 

applicable engineering solution. The main and 

important features of such RTOS rather than available 
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RTOS such as ECOS are its low memory usage and its 

small size. The results of proposed algorithm on 

practical circuit show that RTOS works in a proper 

manner. This RTOS may be used with all kinds of 

AVR controllers.  
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